**ASSIGNMENT 1**

**Aim** - Write C++/JavaScript/Java program to draw line using DDA and Bresenham‘s algorithm.

**Objective** - To learn about DDA algorithm for making a line and its drawbacks like Aliasing effect and overcoming it by Bresenham’s algorithm and learning about its advantages and disadvantages over DDA.

**Theory** - In computer graphics, a **digital differential analyzer** (**DDA**) is hardware or software used for interpolation of variables over an interval between start and end point. DDAs are used for rasterization of lines, triangles and polygons.

**Bresenham's line algorithm** is a line drawing algorithm that determines the points of an *n*-dimensional raster that should be selected in order to form a close approximation to a straight line between two points.

Drawback of DDA algorithm overcome by Bresenham’s algorithm-

Bresenham’s algorithm is faster than DDA algorithm in line drawing because it performs only addition and subtraction in its calculation and uses only integer arithmetic, so it runs significantly faster. DDA algorithm is not as accurate and efficient as Bresenham algorithm.

**Algorithm-**

**DDA Algorithm**-

1. Read the line end points(x1, y1) and (x2, y2) such that they are not equal

[ if equal then plot that point and exit ].

2. ∆x = | x2-x1 | and ∆y = | y2- y1 |

3. if (∆ x >= y ) then //find the approx. length of line

length = ∆ x else

length = ∆y

4. ∆x =(x2-x1) / length //select the raster unit which may be

∆y =(y2-y1) / length //by a unit

5. x= x1+ 0.5 \* sign(∆x) //Round the values (Use Sign function

y= y1+ 0.5 \* sign(∆y) //to enable line drawing in any quad.)

6. i=1 //Plot the pixels

while (i<= length)

plot ( integer(x), integer(y))

x= x+ ∆x

y= y+ ∆y

i = i+1

7. Stop.

**Bresenham’s Algorithm-**

1. Read the line end point (x1,y1) and (x2,y2) such that they are not equal.

2. ∆x= |x2-x1|and ∆y= |y2-y1|

3. [Initialize starting point]

x=x1

y=y1

4. s1= Sign(x2 – x1)

s2= Sign(y2 – y1)

[Sign function returns -1, 0, 1 depending on whether its argument is <0, =0, >0 respectively]

5. If ∆y > ∆x then Exchange ∆x and ∆y

Ex\_change = 1 else Ex\_change = 0

endif

[Interchange ∆x and ∆y depending on the slope of the line and set Ex\_change Flag accordingly]

6. e=2\*∆y-∆x

[Initialize value of decision variable or error to compensate for nonzero intercept.]

7. i=1 [initialize counter]

8. plot (x,y)

9. while (e>=0)

{ if (Ex\_change = 1 ) then

x= x + s1

else y = y + s2

endif

e=e-2\*∆x

}

10. If Ex\_change = 1 then

y = y + s2

else x = x + s1

endif

e=e+2\*∆y

11. i=i+1

12. if (i<=∆x) then go to step 8

13. Stop

**Code-**

**DDA Line-**

#include<graphics.h>

#include<iostream>

using namespace std;

int sign(int n)

{

if(n>0)

{

return n;

}

else

{

return -n;

}

}

void dda(int x1,int y1,int x2,int y2)

{

int x,y,length;

int v1,v2,i;

v1=x2-x1;

v2=y2-y1;

if(v1>=v2)

{

length=v1;

}

else

{

length=v2;

}

v1=(x2-x1)/length;

v2=(y2-y1)/length;

x=x1+0.5\*sign(v1);

y=y1+0.5\*sign(v2);

i=1;

while(i<=length)

{

putpixel(x,y,RED);

x=x+v1;

y=y+v2;

i++;

}

}

int main()

{

int gd=DETECT,gm;

initgraph(&gd,&gm,NULL);

dda(150,50,250,150);

dda(150,50,50,150);

dda(150,50,400,50);

dda(250,150,500,150);

dda(50,150,50,350);

dda(250,150,250,350);

dda(400,50,500,150);

dda(500,150,500,350);

dda(50,350,500,350);

getch();

closegraph();

return 0;

}

**Bresenham’s Line-**

#include<iostream>

#include<graphics.h>

using namespace std;

void bresenham(int x1, int y1, int x2, int y2)

{ int slope\_error\_new;

int m\_new = 2 \* (y2 - y1);

if((x2-x1)<0)

slope\_error\_new = m\_new + (x2 - x1);

else

slope\_error\_new = m\_new - (x2 - x1);

for (int x = x1, y = y1; x <= x2; x++)

{

//cout << "(" << x << "," << y << ")\n";

putpixel(x,y,BLUE);delay(100);

// Add slope to increment angle formed

slope\_error\_new += m\_new;

if (slope\_error\_new >= 0)

{

y++;

slope\_error\_new -= 2 \* (x2 - x1);

}

}

}

int main()

{ int gd=DETECT,gm;

int x1 = 100, y1 =200, x2 = 200, y2 = 100;

initgraph(&gd,&gm," ");

bresenham(100, 100, 250, 300);

bresenham(200,100, 150, 300);

//bresenham(300, 400, 500, 400);

//bresenham(300, 400, 500, 400);

getch();

return 0;

}

**Output –**

**DDA Line –**
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**Bresenham’s Line –**
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**Conclusion** : figure using DDA and a line using Bresenham’s algorithm was made and the drawbacks of DDA were overcome by Bresenham’s algorithm.

**ASSIGNMENT 2**

**Aim** - Write C++/JavaScript/Java program to draw circle using Bresenham‘s algorithm.

**Objective**- To draw a circle using Bresenham’s algorithm and to understand the decision parameter, how the algorithm works and how is it different from the DDA circle algorithm.

**Theory-**

1. This algorithm considers the eight-way symmetry of the circle to generate it.
2. It plots 1/8 part of the circle, i.e. from 90 to 45 degrees.
3. As circle is drawn from 90 to 45 degrees, the x moves in positive direction and y moves in the negative direction.
4. To achieve best approximation to the true circle we have to select those pixels in the raster that fall the least distance from the true circle.
5. Each new point closest to the true circle can be found by applying either of two position:

-Increment in x direction by one unit or

-Increment in x direction and negative y direction both by one unit.

**Algorithm-**

1. Read the radius (r) of the circle

2. d =3 – 2r

[Initialize the decision variable]

3. x = 0, y = r

[Initialize starting point]

4. Do

{ Plot (x1+x, y1+y)

Plot (x1-x, y1+y)

Plot (x1+x, y1-y)

Plot (x1-x, y1-y)

Plot (x1-y, y1+x)

Plot (x1+y, y1-x)

Plot (x1-y, y1-x)

Plot (x1+y, y1+x)

If (d<0) then

{

d = d + 4x +6

}

Else

{d =d + 4 (x – y) + 10

y = y – 1

}

x = x + 1

}while (x < y);

1. Stop

**Code –**

#include <iostream>

#include <graphics.h>

using namespace std;

void drawCircle(int xc, int yc, int x, int y)

{

putpixel(xc+x, yc+y, RED);

putpixel(xc-x, yc+y, GREEN);

putpixel(xc+x, yc-y, BLUE);

putpixel(xc-x, yc-y, RED);

putpixel(xc+y, yc+x, GREEN);

putpixel(xc-y, yc+x, BLUE);

putpixel(xc+y, yc-x, RED);

putpixel(xc-y, yc-x, GREEN);

}

void circleBres(int xc, int yc, int r)

{

int x = 0, y = r;

int d = 3 - 2 \* r;

drawCircle(xc, yc, x, y);

while (y >= x)

{

x++;

if (d > 0)

{

y--;

d = d + 4 \* (x - y) + 10;

}

else

d = d + 4 \* x + 6;

drawCircle(xc, yc, x, y);

delay(50);

}

}

int main()

{

int xc, yc, r2;

cout<<"Enter the center coordinates : ";

cin>>xc>>yc;

cout<<"Enter redius : ";

cin>>r2;

int gd = DETECT, gm;

initgraph(&gd, &gm, NULL);

circleBres(xc, yc, r2);

return 0;

}

**Output –**

**![](data:image/png;base64,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)**

**Conclusion –** We achieved making a Bresenham; circle using the algorithm and also learnt about why and how it is faster from the DDA circle drawing algorithm.

**ASSIGNMENT 3**

**Aim -**Write C++/JavaScript/Java program to draw 2-D object and perform following basic transformations,

a) Scaling

b) Translation

c) Rotation

**Objective –** To learn how to perform basic transformations on a 2D object and learning about the 2D matrices of all the three transformations i.e. scaling, rotation and translation and using it to code for the transformation.

**Theory –**

**2D Transformation**

It is a process of changing the position of the object, or changing the

size of the object or changing the orientation of the object or may be

any combination of these.

**Translation -** It is a process of changing the position of an object.

In translation the object’s position is moved by a certain distance and the translation distance pair is called the shift vector ot the translation vector denoted by (tx,ty).It’s matrix is as represented below-

[x’ y’ 1] = [x y 1] \* 1 0 0

0 1 0

tx ty 1

**Scaling –** Scaling is the process to expand or contract a particular object. If the scaling factor is less than 0 then the object contracts and if it is greater than 0 then the object is magnified. The amount by which the object is scaled is represented by the pair (sx,sy) and its 2D matrix is as represented below-

[x’ y’] = [x y] \* Sx 0

0 Sy

**Rotation -** Movement of a point about origin in clockwise or anticlockwise direction is known as rotation.

Object is positioned along a circular path in the xy plane, & a rotation angle θ is used to position the rotation point about which the object is rotated.

x = rcosθ

y= rsinθ

Its 2D matrix is as represented below-

[x’ y’] = [x y] \* cosθ sinθ

-sinθ cosθ

**Algorithm –**

**Translation –**

1. Read the number of sides of polygon

2. Enter the co-ordinates of polygon

3. Enter the translation on X & Y direction

4. Move the line from initial position ax[0] , ay[0]

5. for I=0 to n ;

lineto(ax[I],ay[I]);

6. Draw line from ax[0],ay[0]

7. for I=0 to n

cx[I]=ax[I]+tx

cy[I]=ay[I]+ty

8. Now move the lines to initial position back for close polygon

ax[0],ay[0]

9. for I=0 to n

Draw line to (cx[I],cy[I])

Draw line to (cx[0],cy[0])

10.Stop.

**Scaling –**

1. Read the number of sides of polygon

2. Enter the co-ordinates of polygon

3. Enter the scaling sx & sy in x & y direction respectively

4. Move current position to ax[0] and ay[0]

5. Draw all sides of polygon

6. Multiply all co-ordinates by scaling factor sx & sy

For I=0 to n

cx[I] = ax[I] \* sx

cy[I] = ax[I] \* sy

7. Move current position to cx[0],cy[0]

8. Draw all sides of polygon i.e. scaled polygon

9. Stop

**Rotation –**

1. Start

2. Define values for x, y co-ordinates

3. Draw the original 2D object (line)

4. For rotation of object get the angle of rotation

5. Convert the angle in radian value

6. Calculate new vertices (displacement of object) by using 2

dimensional transformation matrix for the rotation .

7. Draw both the objects ( original line and rotated line)

8. Stop.

**Code –**

**Translation –**

#include<iostream>

#include<graphics.h>

using namespace std;

int sign (int x)

{

if(x>0)

{

return 1;

}

else if(x=0)

{

return 0;

}

else

{

return -1;

}

}

int bresenham(int x1,int y1,int x2,int y2)

{

int e,x,y,s1,s2,ex\_change,dx,dy,temp;

dx=abs(x2-x1);

dy=abs(y2-y1);

x=x1,y=y1;

s1=sign(dx);

s2=sign(dy);

if(dy>dx)

{

temp=dy;

dy=dx;

dx=temp;

ex\_change=1;

}

else

{

ex\_change=0;

}

e=2\*dy-dx;

int i=1;

while(i<=dx)

{

putpixel(x,y,10);

while(e>=0)

{

if(ex\_change==1)

x=x+s1;

else

y=y+s2;

e=e-2\*dx;

}

if(ex\_change==1)

y=y+s2;

else

x=x+s1;

e=e+2\*dy;

i++;

}

}

int main()

{

int gm,gd=DETECT;

initgraph(&gm,&gd,NULL);

bresenham(20,30,100,100);

getch();

closegraph();

int tx=1,ty=1;

cout<<"\n enter the value of translation factor in x and y direction respectively : ";

cin>>tx>>ty;

int original\_coordinates[2][3]={20,30,1,100,100,1};

int translation\_matrix[3][3]={1,0,0,0,1,0,tx,ty,1};

int new\_coordinates[2][3]={0};

for(int i=0;i<2;i++)

{

for(int j=0;j<3;j++)

{

for(int k=0;k<3;k++)

{

new\_coordinates[i][j]+=original\_coordinates[i][k]\*translation\_matrix[k][j];

}

}

}

initgraph(&gm,&gd,NULL);

bresenham(new\_coordinates[0][0],new\_coordinates[0][1],new\_coordinates[1][0],new\_coordinates[1][1]);

getch();

closegraph();

return 0;

}

**Scaling –**

#include<stdio.h>

#include<graphics.h>

#include<math.h>

#include<iostream>

using namespace std;

//function for triangle scaling

void scaling(int x1,int y1,int x2,int y2,int x3,int y3)

{

int sx,sy,xn1,yn1,xn2,xn3,yn3,yn2;

int gd = DETECT, gm;

cout<<"ehter the scalling vector\n";

cin>>sx>>sy;

//scale the co-ordinates of triangle vertices by multiplying the scaling vector

xn1=x1\*sx;

yn1=y1\*sy;

xn2=x2\*sx;

yn2=y2\*sy;

xn3=x3\*sx;

yn3=y3\*sy;

//initializing the graph

initgraph (&gd, &gm, " ");

//print the intitial triangle

line(x1,y1,x2,y2);

line(x1,y1,x3,y3);

line(x2,y2,x3,y3);

delay(5000);

//print the scaled triangle

line(xn1,yn1,xn2,yn2);

line(xn1,yn1,xn3,yn3);

line(xn2,yn2,xn3,yn3);

delay(5000);

cleardevice();

}

int main()

{

int ch,x1,y1,x2,y2,x3,y3;

cout<<"Enter the vertex coordinates of the triangle\n";

cin>>x1>>y1>>x2>>y2>>x3>>y3;

scaling(x1,y1,x2,y2,x3,y3);

getch();

closegraph();

return 0;

}

**Rotation –**

#include<iostream>

#include<graphics.h>

#include<cmath>

using namespace std;

int sign (int x)

{

if(x>0)

{

return 1;

}

else if(x=0)

{

return 0;

}

else

{

return -1;

}

}

int bresenham(float x1,float y1,float x2,float y2)

{

int e,x,y,s1,s2,ex\_change,dx,dy,temp;

dx=abs(x2-x1);

dy=abs(y2-y1);

x=x1,y=y1;

s1=sign(dx);

s2=sign(dy);

if(dy>dx)

{

temp=dy;

dy=dx;

dx=temp;

ex\_change=1;

}

else

{

ex\_change=0;

}

e=2\*dy-dx;

int i=1;

while(i<=dx)

{

putpixel(x,y,10);

while(e>=0)

{

if(ex\_change==1)

x=x+s1;

else

y=y+s2;

e=e-2\*dx;

}

if(ex\_change==1)

y=y+s2;

else

x=x+s1;

e=e+2\*dy;

i++;

}

}

int main()

{

int gm,gd=DETECT;

initgraph(&gm,&gd,NULL);

bresenham(20,30,100,100);

getch();

closegraph();

float angle=1;

cout<<"\n enter the value of angle of rotation : ";

cin>>angle;

float radian\_angle=(angle\*M\_PI)/180;

float acos=1,asin=1;

acos=cos(radian\_angle);

asin=sin(radian\_angle);

float original\_coordinates[2][3]={20,30,1,100,100,1};

float rotation\_matrix[3][3]={acos,-asin,0,asin,acos,0,0,0,1};

float new\_coordinates[2][3]={0};

for(int i=0;i<2;i++)

{

for(int j=0;j<3;j++)

{

for(int k=0;k<3;k++)

{

new\_coordinates[i][j]+=original\_coordinates[i][k]\*rotation\_matrix[k][j];

}

}

}

initgraph(&gm,&gd,NULL);

bresenham(20,30,100,100);

bresenham(new\_coordinates[0][0],new\_coordinates[0][1],new\_coordinates[1][0],new\_coordinates[1][1]);

getch();

closegraph();

return 0;

}

**Output –**

**Translation –**
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**Scaling** –
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**Rotation –**
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoIAAAIICAYAAAD624+rAAAABHNCSVQICAgIfAhkiAAAABl0RVh0U29mdHdhcmUAZ25vbWUtc2NyZWVuc2hvdO8Dvz4AACAASURBVHic7d15gF1lYffx3501k4QtIQkkgewLiIAEUVBEBNlEEbUu1WorVrEK8lKtFn0tVsUFXHDFDZXWaOvyUhEEBARBLAoCCoQwQAiEbKzZM5PMve8fyQyZZLIvM8nz+fwDdzv3OefOzf3Oc849U8lqra2tzXffffd72tvb/zbJQUkGBACAXcGSJPc0Njb+6NBDD/32hAkT2pKkkiTXX3/9iCeeeOLKCRMmHDJ58uT079+/V0cKAMC2tXjx4jzwwANpbW29a8iQIaced9xxj1daW1ub77jjjttOOeWUQwYOHNjbYwQAYDtavHhxrrrqqrumTJny4vpjjjnmfePGjfv7UaNGpVar9fbYAADYjpqamtLW1rbP9OnT59W1t7e/dfLkySIQAKAQkyZNyooVK97akOTA/v37p6Ojo7fHBADADtC/f//UarWD6pIMNBsIAFCcgQ1JUqvV7BoGAChMXRIRCABQIDOCAACFMiMIAFCorhlBAADKYkYQAKBQdb09AAAAeoddwxSro6MjqVRSX+f3oZ2Z13Hb6K3teMPv/ze3/OmOHH3E4Tn2qBft0OcG1gjBSqXS22OB7a5Wq+X63/9vrrz+xsyZNz/VWi2D9tgjk8aPyT+88fXZc/fd8o7/85EsXbYsSVKpVDKwf//sN3zfHH3ElBx71ItSX1/ftbzO+176hQuy24ABmzWW1hkzc97nvpjDnv+8/Ov73t11+fmTJ+bj57xvnct9QV8ZU7VazZU33JTrbr41s+fNT31dXYYN2TtTDj4oJ77sJRk2ZO/t8rwbW/++sn021aZux86f80Ofd0DOe/97un1efODfPp3Z8+bny+efl8F77Zm/+8C/pF9zc/7j4s93e66f/PLK/Pyqa/Om15ySN5xyYtf1V994c2Y8NitvPu1VG3w/7WzbFraV5W1tSZJ+zc2bdP3mcvoYinL5Nddl6uW/SpLU19ensb4+Tz37bP467YEM7N/S7X3Q0q9farVaFi1ZkvtaH8x9rQ/md3+8PR8968w0NTaus+wtfQ9VKpVuj93Y5b6gN8e0dNmyfPqrl6R1xswkq16npsbGzJ43P7N/c0Pa2tryrrf8zXYdw8bWvy++Zmvbku14173Tct0tf8jxLz2y67o1o3DNdV57/TvvV1dX13XbvCeezIzHZmWvPffIxDGju91/fdtvZ9i2sK20tbfnA+d/Oh0d1ZxzxjvyvInjkyT3PvBgvvy9H6a+vi4Xn//RNDc1bfFz2DVMUa67+dYkybnvfmde+sLDUl9fnyeeejpz5j/RbaYvSb5z4aey+8CBWd7WljvvmZbv/Oi/Mq31oVx1w0157YnHb/OxTRw7Or/8/iWpVqtpb2/f6uUtWLQot935lxw0aUJmz5ufgQP6Z/TIEd1+e9wZ9wb88GeXp3XGzIwfPSrvfftbMn70qCSrwuYPf74rhz3vwCS9s/4bew3X93ybO45tMe5N3Y5ru+xnl+fgyRMzdO/BW/X8SXLbnX9Jkhw15QUb/Rza1u8P2FlUO6pZ3taeCy/5Xj505hlJkgsv+V46qtW0NG95AHYyI0hRmldHwMxZs3LIARPTr7k5uw8ckD12G5hqtdrtvm1tbVm2Og6nPP/AtJzx9nz8ootz5fU35bQTjut23619D9Vqtdz/4MP52IVfzvMnT8zHzn5v120PzXwsZ3/8U3l24aKM2X9k3nTqyTlgwrgkyfwnn8qP/+fK3HXf/WlqaszokSPy1/sfyOtPOSGHHDA53/3xT7s9z+iRI/KZj5ybi759aVpnzMySJUszZPCgHH3E4Tn9pOPz8KOz8rELv5yjDn9BHn18dp546pmMGjk8b3jVSTnkgEldy5k1Z24+8pkvZPa8+RkyeFBee+JxeekLp2zx+m+qZxcszG9vvS39W/rl/57zT+nfr1+WL1+eJKmvq8vLjjg81Wo1tVot8598eoevf0+v4cJFizP18l/l7mn3Z/HSpRk2eHCOPPwFed1Jr8xVv/1drr/lD5n35FPZY7eBGT96/5z7j//Q47ovXLQ4P7r8itx93/1Z3taecaP2y1tOOzXjR++f1hkz87ELv5yXH3lEZs+bn8dmz83gvfbMqce/PMceue5xd5uzHdf0she9ML+77U/5xmU/zsfP+ad1ZgM3NCPY0/3+9867kyQvPuyQdR679uPX3rYbW+c/33NfPveN7+SoKS/IB854e5Lkgq9ekrunTc/5556Va2+6JbfecWde9Ypj8vY3vDbPLliYcz/52Sxb3pZPnPv+TBw7psfxw47U1NiYD575rlzw1UvSUa3ms1//TipJapVV79UPnvmuNDU2btXnjxlBivLON78hF13yvfz8qmtzxW9+m4MPmJSTXn50Dpo0YYMzLB0dHZkwev/U19VlwaJFWbRkyUaPCbzlT3fk/119XY+3veIlL87kcWO7XVe3+iD9tcexcuXKDBuyd/YeNCj3PtCaT37lm/n3fz4r+w4dmk995ZuZ9+RTGbHPsAzaa8/MeHRWOjo6UldX17Wc3QYMyJFTXpDGxoasXLkytSQPPfJYJo8bm+amptzX+mB+euXVaW5uyoETVu12uP3uezJ21P4Z0L9/Hnj4kXz269/Oee9/d/q39E+SPP3sgtTV1WX0fiMy/aEZ+doPfpQJY0Zn2FqzRBvbBnvsNnCDt7/qFcd0u+7hx2YlSSaMGZOW5uZUq9V87yc/yz3TW7vu06+5OZ/5yLm9sv5rv4Zt7e35ty9+NbPnzc+okSMyefzYPPr4nDz51DO5695puexnl2e3AQNywPixWbBocddu2rWtuZxJ48Zk94EDc8df783HL7o4F3zk3K7n/cMdd2XUyOEZvd+I3P/gw/nWf/5XJo0dk+HDhm7xdlzTW1/3mrTOeCT3tT6Yq2+8OScf+7Iex7spnnz6mTz4yMzssftu6+wW7sna23Zj69x5e90aX37p/P/6+rq87+/fmocefSxX3nBTXnDQAbn6xluyZOmyvONvTs/k8ePW+cUQesuksaNz3lln5pMXfyNt7W1JKunX1JTzzjozk8aO3uqf1YbO/xGDlOCgiePzvYs+nWtuuiU33PKH3P6Xe3L7X+7JARPG5cPvfdc6uw3XfF9Ua7V0XmpubNroDMay5W2ZNWduj+NYuGjxBh+/5uXJ48fm/HPPSqVSybW/+32+8cMf5crrb8rBB07KvCefypFTDs2/vPcfkyT/c+31+cF//6JrGUkydtR+OfPv3ty17La2tvzgS5/NU888m9lz52Xo3oPz86uuyT3TW3PA+FUzjRPHjsmn/uWcJMl1t9yar33/P3PNTb/v2iV+8AGT8skPnZNarZZv/sePc82NN+feB1ozdPCgzdoGTY2Nm7yNkqS5adWxmUuXLe36x+/ZhYsye978rvv0b2nptv125PrvP3x4t9fwlj/dkdnz5ufFhx2aD//TqteoUqmko6MjN992e5Jk/5HDc/rJJ+TACePSr7m5a2ZuTZ3Lecnhh+WDq3cNXfu73+ebl03NL359bV7zylUz1JPHj80n/vnsJOka17QHH86+Q4ds8XZcU31dJWef8fac99kvZurlv8ohB07udvumzAh23nbbXevfLdzT+2lD74+e1nnQnnusdyy1Wi0N9fX54HvOyEcuuDAXfev7Wd7WlsMOOjCvPv7YrFy5cr1jhx2to6MjK1euTKWWZNV8YGqVVZMEHR0dW718M4IUpaOjI5VKJace9/KcdsJxeXzuvHzuG9/JtNaH8ttbb9vgDMef/3pvqtVqxuw3Mo2NDeu9X6eTXn50XrPWLuROK1asyP0PPrxJY67Vamlb/e2wCaP3T7Jq1+TgQXslSSaNG9t1e0+/GdZqtW7HVLW1t+fz3/xu7rx3Wrf7dX4Drevy6iDpnK2ZM/+JbrcvW/3N6j13223V5eXdH59sfBvUarUN3r5ixYpu140aMSKVSiUPPzorj8+dnxH7DM2/vv89qa+vT/uKFXnDu89aZzm9uf5z5j+ZZFWstK21/COnHJqnFyzIFb+5If/+pa+lX3NzjnnxC/PW01+9zpeROpczYezoruWMG7XfqtvmPTeuWq3WNe7Oca29XsmWbcdO4/bfL6edeHwuv/o3+foPp6ZjjZ+5htWHUrS1t6ejWu12KprO7dO5bn9cHYIvesEh632uTbGp69zT40aN2DevfNlLcvWNNydJ/vFv3ygC6XPua30oF11yaWqVpF9zU9eExOe/8d188Mx35sDVhwptKccIUpTf3/7nDB08KKNGjEhTU2P22G1ghg8bkkcfn5229vZ1Zh2q1Wra2ttz17335zurjzd7zQmv2KQZjJ5CZu3HJKt+q9vQjOCa933wkUeTJPsMHZJ9h646tcfDMx/t8f27vtmZq2+8OXfeOy0ve9EL89qTXpkFCxfmE1/6Wrf7rfn8Dz6yanfliH2GbXTGZ3O3Qed9NtWA/i058ZiX5uobb84Xvn1p3vPWN2Xi2NFJVsXHmuPo7fWv1WoZsc+wJMk90x/ICUcf1W23/9PPLsixR74op5/0yjwy6/Fc+pOf5Zqbbsn+I/bNK456cbfljtx31XKmPzSjaznTH5qx6rbh+27267I523Ht5XR0dORNp56cP931l65t03lbfX19Ru67T2bNmZsrfnNDjnvpkWnp1y+z5szNbauPBxw9ckSefnZB7n/w4ew+cGAmjRuzVTOC61vnfqsPon9mwcL1bpM58+bnxj/8seubyD/46S/ygXe+faf7AhW7rrb29lx86WXpqK36xeqjZ783tVqt65jBiy+9LBeff55vDcOmeGbBwnz9h1NXfWDV1WXvQXvliaefSbVaTf+Wfjn6iMO73f+c8y/IipUr097+XKicevyxecnhh60zHX/O+Rd0+/DYa/fd8/mPfmiD49l94KpjDKe1PpSLvnVp1wzP2qY/NCMXffvSJMnd901PpVLJ604+IcOHDc0vfv2b/O622zP3iSczeM89M/3hGRvdDp3HSc2ZPz933P3XPDTz0XXu0/rII7noW5emUqnk7vvuT6VSyetPOaHbtugNtVotbznt1Dww45E8PPOx/NsXv5rddxuYQXvskSeffibJusdYrm1Hrv9LX3hYfnnt9bn97nvyr5/9YoYPG5pZc+dlwuhRGbnvsFz28//J4D33zF577pHZ8+YlSfYfMXyd5bzk8MPyy2tvyB/uuDNPPPV0dhvQP3dPm56Ghob8zatOypKlSzdrXFu/HWv5wBlvz4cvuGidz4/XnXxCvnLpZfnJL6/KT355Verr6rpmDceP3j/Pmzi+awbuyCmHJj18/vT0fnrP2968zv02ZNyo/dOvuTn3PtCaj3/hK6mvr8/MWbO7bu/o6MhXvv+fWd7WlnPe9Y78+re/y213/iW/uu7GvPqVx27Wc8H21NBQn5Y05YNnvqtrr9B5Z52Ziy75buob6jfy6E1YfmJGkDK0r1iR448+Kn+88y9ZsGhR5j35VBoaGnLwAZPyjjecnsF77dlt1+qSpcvSv6Ulew/bK/sN3zevfuUrMnncmB5PXbFk6bJul5ubmjb6nhq69+Ccevyxue7mW/Po7DmZPP65L4+s+dj9hu+TmY/NztLlyzJp3Ji87fTXZMx+I1KtVvO58z6UH/z0F7lnemvmPfFU+vXr+cSiay7v5GNflvtaH8pd905L64yZGbP/yHVOSNrc2JTH587LwsWLM3HcmLztdadl1Ijh3b7MsObsWed/d8S/I02NDfnceR/Kjy//Va656ZYsXLQ4CxctTn19faYcfFDedvprNjibtD3Xf+3nrKtU8ukPn5sf/vQXufOeaZk1d172HTokQwYPysSxY/L8yRMz47FZmTVnbkbsMyyvO/mETBwzep1fNOoqlVzw4XNz2c8vz133Tsuc+U/kkAMn5x1vOD37DBncNVO8vnH19Lps6XbsvG7UiOF5/Skn5mdXXt3t9qOPmJLmpqZccd1v8+jjj6d9xcoMGzwoRxx6cN746pPT0dHRtVv4iEMP7nFsPb2f1h5HT5fX/G99XV0+8r5357KfX57HZs/NvsOG5MWHHZLf3npbarVa/uuKX+ehmY/mJS+ckiMPOzSTxo3NuZ/4TH78yyszer8ROWjShHXGBTtaU2NjvvHp81ddqNW6Dl2YMHr/fOtzn0ySdKzeq7SlKlOnTq2deOKJadqKaUXYGdTV1aWxsTENDQ1ZumxZli1vy6A99+g6Bq8zAgcMGNA1G9H5wVetVrNixYp1PqDXvO+aarValixZstExNTc3p6Fh1fGGK1asSFNTUzo6OrJs2bLU19enpaUl1Wq16zk6z6HWOY5KpZLm5uaucyBe9rPL8/Orrsl73vbmvOKoF6WlpaVreZ0qlUr69euXJcuWpZJKBvRvSaVSSbVazb3TW/OxC7+cQw6cnE/889ld13c+Z+eY1lxmU1NTmpqa0tbWtlm7ebdWU1NT6urrs2DholSr1ey1x+6pVCpdr2VPY93e61+tVte5vfM16vwmd231P+YdHR2r1mH1DGXnsYzrO0atUqmkqamp6+elWq1ucF039XXZ2HZMnvs5X7JkSbcPnM7nSJKlS5/74klDQ0MaGxu71rlaraajoyPt7e1ZtHhJzvnEBWnp1y9f/fePdRvLht5Py5cv77aOm7LO9fX1aW5u7tru1Wo1DQ0NXY9vamrKypUrs3z58tTV1aWlZdXPwrJly7bJQfiwLaz5ebQp12+OK664wq5hytH5wdnW1pZKpZKW5qYs7WGX2qYE3Jbctyed4+m05mxjR0dHFi9evMHH//me+7L3oL0ydPCgzJozNzfeelsqlUoOnDBuvY+v1WqrPghX/yPS0zao1Wo9Xt/TMtvb23vlBL+dz9lv9Tdg1/62bW+t/9q3r/llhrWtGagb0/kLy9pfOtnUca3PxrZjsv6f8/U9x8qVK9cbtLsNHJAff/1LPS53Y++nNddxU9a5o6Ojx9ex87Y171utVrf6/Qzbw/oabVu1m13DFGlX+HlfsGhRvvDt76/zTeG3nHZqhg4etNFzS23OF0z6si0d566y/tvKjlrfWq220V9wgB1n4+fAAPqk/v1a8qEzz8hf738gzy5cmOHDhuXQ5x2QyePG9DhrtCkGDuifo484PCOH77ONR7tzKH39gfJUpk6dWjv++OO7/vQWsPNobGxMfX19t+OwtuY8aHV1dWle/ZcmtjQmd2alrz9QliuvvNIxgrAz25Tz9G2OarW6Wcet7WpKX3+gPI4RBAAoVF1iRhAAoERmBAEACmVGEACgUA1J0tLSIgYBAApT19sDAACgdzh9DABAocwIAgAUqiFJBg8e3NvjAABgB5o6daoZQQCAUglBAIBCCUEAgEIJQQCAQglBAIBCCUEAgEI19PYA1vaV2n9v8PazK2/cQSMBANi19bkQ3FjobSwUt2bZAAAl6XMhuDFbE3MiEgDgOTtdCG4NEQkA8JyiQnBr9FZEbu1zAwCsjxDcAbY25MxGAgDbgxDcCdilDQBsD0JwF7e9IlIkAsDOTwiyXmIPAHZt/rIIAEChhCAAQKGEIABAoYQgAEChhCAAQKGEIABAoYQgAEChhCAAQKGEIABAoYQgAEChhCAAQKGEIABAoYQgAEChhCAAQKG2Swh+pfbf22OxAABsQ9slBM+uvFEMAgD0cdtt17AYBADo27brMYJiEACg79ruXxbpjEFBCADQt+yQbw2fXXmj2UEAgD5mh54+RgwCAPQdO/w8gmIQAKBv6JUTSotBAIDe12t/WUQMAgD0rl79E3NiEACg9/T63xp2ehkAgN7R6yGYOL0MAEBv6BMh2EkMAgDsOH0qBBMxCACwo/S5EEzEIADAjtAnQzARgwAA21ufDcFEDAIAbE99OgQTp5cBANhe+nwIJk4vAwCwPewUIdhJDAIAbDs7VQgmYhAAYFvZ6UIwEYMAANvCThmCiRgEANhaO20IJmIQAGBr7NQhmDi9DADAltrpQzBxehkAgC2xS4RgJzEIALDpdqkQTMQgAMCm2uVCMBGDAACbYpcMwUQMAgBszC4bgokYBADYkF06BBOnlwEAWJ9dPgQTp5cBAOhJESHYSQwCADynqBBMxCAAQKfiQjARgwAASaEhmIhBAIBiQzARgwBA2YoOwcTpZQCAchUfgonTywAAZRKCaxCDAEBJhOBaxCAAUAoh2AMxCACUQAiuhxgEAHZ1QnADxCAAsCsTghvh9DIAwK5KCG4Cp5cBAHZFQnAziEEAYFciBDeTGAQAdhVCcAuIQQBgVyAEt5AYBAB2dkJwK4hBAGBnJgS3ktPLAAA7KyG4DTi9DACwMxKC25AYBAB2JkJwGxODAMDOQghuB2IQANgZCMHtRAwCAH2dENyOxCAA0JcJwe3M6WUAgL5KCO4ATi8DAPRFQnAHEoMAQF8iBHcwMQgA9BVCsBeIQQCgLxCCvUQMAgC9TQj2IjEIAPQmIdjLnF4GAOgtQrAPcHoZAKA3CME+RAwCADuSEOxjzq68sbeHAAAUQggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKpGcRggAAAE5JREFUCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABRKCAIAFEoIAgAUSggCABSqIUmmTp3a2+MAAGAH+/9JSP/gXjbILAAAAABJRU5ErkJggg==)

**Conclusion –** Welearnt about the 2D transformation and how an object can be translated, scaled or rotated.

**ASSIGNMENT 4**

**Aim -** Write C++/JavaScript/Java program to fill polygon using scan line algorithm.

**Objective –** To learn about the scan line algorithm and how it works by finding the intersection points and colouring the object by running a scan line from left to right and top to bottom.

**Theory -** Scanline filling is basically filling up of polygons using horizontal lines or scanlines. The purpose of the Scanline Polygon Filling algorithm is to fill (colour) the interior pixels of a polygon given only the vertices of the figure. This algorithm works by intersecting scanline with polygon edges and fills the polygon between pairs of intersections.

Components of scanline polygon fill –

1. **Edge Table:**It consists of several edge lists -> holds all the edges that compose the figure. When creating edges, the vertices of the edge need to be ordered from left to right and thee edges are maintained in increasing yMin order. Filling is complete once all the edges are removed from the Edge Table.
2. **Active List:** IT maintains the current edges being used to fill in the polygon. Edges are pushed into the AL from the Edge Table when an edge’s yMin is equal to the current scan line being processed.  
   The Active List will be re-sorted after every pass.

**Algorithm –**

1. Read n, the number of vertices of polygon.

2. Read x and y coordinates of all vertices in array x[n] & y[n].

3. Find ymin & ymax

4. Store the initial x value (x1) y values y1 & y2 for two endpoints and x increment dx from scan line to scan line for each edge in the array edges [n] [4]. While doing this check that y1 > y2, if not interchange y1 & y2 & corresponding x1 & x2 so that for each edge, y1 represents its maximum coordinate and y2 represents its minimum y coordinate.

5. Sort the rows of array, edges [n] [4] in descending order of y1, descending order of y2 & ascending order of x2.

6. Set y = ymax

7. Find the active edges & update active edge list:

if ( y > y2 and y <= y1) { edge is active} else {edge is not active}

8. Compute the x intersection for all active edges for current y value [initially x-intersect is x1 & x intersects for successive y values can be given as xi+1 xi + dx where dx = - 1/m and m=y2-y1/x2-x1 i.e. slope of a line segment.

9. If x intersect is vertex i.e. x - intersect = x1 and y=y1 then apply vertex test to check whether to consider one intersect or two intersects. Store all x intersects in the x- intersect [ ] array.

10. Sort x - intersect [ ] array in the ascending order,

11. Extract pairs of intersects from the sorted x-intersect [ ] array.

12. Pass pairs of x values to line drawing routine to draw corresponding line segments.

13. Set y = y-1

14. Repeat steps 7 through 13 until y >= ymin

15. Stop.

**Code** –

#include <iostream>

#include <graphics.h>

#include <stdlib.h>

using namespace std;

int ch1;

class point

{

public:

int x,y;

};

class poly

{

private:

point p[20];

int inter[20],x,y;

int v,xmin,ymin,xmax,ymax;

public:

int c;

void read();

void calcs();

void display();

void ints(float);

void sort(int);

};

void poly::read()

{

int i;

cout<<"\n\t SCAN\_FILL ALGORITHM";

cout<<"\n Enter the no of vertices of polygon:";

cin>>v;

if(v>2)

{

for(i=0;i<v; i++) {

cout<<"\nEnter the co-ordinate no.- "<<i+1<<" : ";

cout<<"\n\tx"<<(i+1)<<"=";

cin>>p[i].x;

cout<<"\n\ty"<<(i+1)<<"=";

cin>>p[i].y;

}

p[i].x=p[0].x;

p[i].y=p[0].y;

xmin=xmax=p[0].x;

ymin=ymax=p[0].y;

}

else

cout<<"\n Enter valid no. of vertices.";

}

void poly::calcs()

{

for(int i=0;i<v;i++)

{

if(xmin>p[i].x)

xmin=p[i].x;

if(xmax<p[i].x)

xmax=p[i].x;

if(ymin>p[i].y)

ymin=p[i].y;

if(ymax<p[i].y)

ymax=p[i].y;

}

}

void poly::display()

{

char ch;

ch1 = 1;

float s,s2;

do

{

switch(ch1)

{

case 1:

s=ymin+0.01;

delay(50);

while(s<=ymax)

{

ints(s);

sort(s);

s++;

}

cleardevice();

break;

case 2:

exit(0);

}

cout<<"Do you want to continue?: ";

cin>>ch;

}while(ch=='y' || ch=='Y');

}

void poly::ints(float z)

{

int x1,x2,y1,y2,temp;

c=0;

for(int i=0;i<v;i++)

{

x1=p[i].x;

y1=p[i].y;

x2=p[i+1].x;

y2=p[i+1].y;

if(y2<y1)

{

temp=x1;

x1=x2;

x2=temp;

temp=y1;

y1=y2;

y2=temp;

}

if(z<=y2&&z>=y1)

{

if((y1-y2)==0)

x=x1;

else {

x=((x2-x1)\*(z-y1))/(y2-y1);

x=x+x1;

}

if(x<=xmax && x>=xmin)

inter[c++]=x;

}

}

}

void poly::sort(int z)

{

int temp,j,i;

for(i=0;i<v;i++)

{

line(p[i].x,p[i].y,p[i+1].x,p[i+1].y);

}

delay(100);

for(i=0; i<c;i+=2)

{

delay(100);

line(inter[i],z,inter[i+1],z);

}

}

int main()

{

int cl;

poly x;

x.read();

x.calcs();

//cleardevice();

cout<<"\n\nMENU:";

cout<<"\n\n\t1 . Scan line Fill ";

cout<<"\n\n\t2 . Exit ";

cout<<"\n\nEnter your choice:";

cin>>ch1;

cout<<"\n\tEnter the colour u want:(0-15)->";

cin>>cl;

int gd=DETECT,gm;

initgraph(&gd,&gm,NULL);

setcolor(cl);

x.display();

closegraph();

getch();

return 0;
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**Output –**

**Conclusion –** We learnt how to apply scan line algorithm for polygon filling and learnt how it was better than the seed fill algorithms.

**ASSIGNMENT 5**

**Aim-** Write C++/JavaScript/Java program to draw a polygon and fill it with desired colour using Seed fill algorithm.

**Objective –** To learn about the seed fill algorithms and comparing them with other polygon filling algorithms and knowing the disadvantages and advantages of the same.

**Theory –**

**Seed fill algorithm –**

It assumes that at least one pixel is interior to the polygon. It tries to find all other pixels interior to the polygon & subsequently colour them. One way to fill a polygon is to start from a given “seed”, point known to be inside the polygon and highlight outward from this point. It is of two types Boundary fill and Flood fill.

**Boundary fill algorithm –**

1. In this algorithm adjacent pixels are checked for boundary colour. It starts with the given seed. If pixel colour is not equal to boundary colour, the pixel is coloured.
2. In this way we make use 4 or 8 connected points i.e. symmetric property. But eight connected approach is more accurate.
3. The approach where neighbouring pixels are highlighted until we encounter the boundary pixels.

**Flood fill algorithm –**

This approach is called flood fill because colour flows from the seed pixel until reaching the polygon boundary, like water flooding on the surface of the container.

Starting with some seed point, inside the poly6gon, and examine the

neighbouring pixels to check whether the boundary pixel is reached

by checking the background colour.

If boundary pixels are not reached, pixels are highlighted and the

process is continued until boundary pixels are reached.

**Algorithm –**

**Boundary fill algorithm -**

1. Start

2. int current x, y, boundary colour

3. find current colour, current colour=getcolour(x,y)

4. if(current colour != fill colour)&&(current colour!=boundary

colour)

5. then plot (x, y, fillcolour)

6. Boundary fill (x+1, y, fill colour, boundary colour)

7. Boundary fill (x-1, y, fill colour, boundary colour)

8. Boundary fill (x, y+1, fill colour, boundary colour)

9. Boundary fill (x, y-1, fill colour, boundary colour)

10. End

**Flood fill algorithm –**

Flood\_Fill (x, y, f\_color, b\_color)

{

If (getpixel(x,y) = b\_color)

{

putpixel(x, y, f\_color)

flood\_fill(x+1,y,f\_color,b\_color)

flood \_fill(x,y+1,f\_color,b\_color)

flood \_fill(x-1,y,f\_color,b\_color)

flood \_fill(x,y-1,f\_color,b\_color)

}

}

**Code –**

**Boundary fill –**

#include<iostream>

#include<graphics.h>

using namespace std;

void boundaryfill(int x, int y, int f\_color, int b\_color)

{

if(getpixel(x,y)!=b\_color && getpixel(x,y)!=f\_color)

{

putpixel(x,y,f\_color);

boundaryfill(x+1,y,f\_color,b\_color);

boundaryfill(x,y+1,f\_color,b\_color);

boundaryfill(x-1,y,f\_color,b\_color);

boundaryfill(x,y-1,f\_color,b\_color);

}

}

int main()

{

int x,y,r;

x=100,y=200,r=50;

int gd=DETECT,gm;

initgraph(&gd,&gm,NULL);

circle(x,y,r);

boundaryfill(x,y,6,15);

getch();

closegraph();

return 0;

}

**Flood fill –**

#include<iostream>

#include<graphics.h>

using namespace std;

void floodFill(int x,int y,int oldcolor,int newcolor)

{

if(getpixel(x,y) == oldcolor)

{

putpixel(x,y,newcolor);

floodFill(x+1,y,oldcolor,newcolor);

floodFill(x,y+1,oldcolor,newcolor);

floodFill(x-1,y,oldcolor,newcolor);

floodFill(x,y-1,oldcolor,newcolor);

}

}

//getpixel(x,y) gives the color of specified pixel

int main()

{

int gm,gd=DETECT,radius;

int x,y;

cout<<"Enter x and y positions for circle\n";

cin>>x>>y;

cout<<"Enter radius of circle\n";

cin>>radius;

initgraph(&gd,&gm,NULL);

circle(x,y,radius);

floodFill(x,y,0,15);

delay(10000);

closegraph();

return 0;

}

**Output –**

**Boundary fill –**

**![](data:image/png;base64,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)**

**Flood fill –**

**![](data:image/png;base64,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)**

**Conclusion –** Both the seed fill algorithms were applied and were compared in various terms like which one was faster and better and the polygons were filled.

**ASSIGNMENT 6**

**Aim -** Write C++/JavaScript/Java program to generate Hilbert curve using concept of fractals.

**Objective** –To write a program for Hilbert curve.

**Theory –**

Hilbert functions can help build indexes for spatial databases; when searching for a

record in close geographic location they can help determine the priority for exploring. Outside

of database work, they are sometimes used in image process. When converting an image to

gray scale through the dithering of black and white pixels, carry-over values from thresholding

can be carried forward and, by the use of a Hilbert Curve, the excess can be distributed in a

pattern less obvious to the eye.

**Algorithm –**

void hilbert(int dir, int rot, int order)

{

if (order == 0) return;

dir = dir + rot;

hilbert(dir, -rot, order - 1);

step(dir);

dir = dir - rot;

hilbert(dir, rot, order - 1);

step(dir);

hilbert(dir, rot, order - 1);

dir = dir - rot;

step(dir);

hilbert(dir, -rot, order - 1);

}

**Code –**

#include <iostream>

#include <stdlib.h>

#include <graphics.h>

#include <math.h>

using namespace std;

void move(int j,int h,int &x,int &y)

{

if(j==1)

y-=h;

else if(j==2)

x+=h;

else if(j==3)

y+=h;

else if(j==4)

x-=h;

lineto(x,y);

}

void hilbert(int r,int d,int l,int u,int i,int h,int &x,int &y)

{

if(i>0)

{

i--;

hilbert(d,r,u,l,i,h,x,y);

move(r,h,x,y);

hilbert(r,d,l,u,i,h,x,y);

move(d,h,x,y);

hilbert(r,d,l,u,i,h,x,y);

move(l,h,x,y);

hilbert(u,l,d,r,i,h,x,y);

}

}

int main()

{

int n,x1,y1;

int x0=50,y0=150,x,y,h=10,r=2,d=3,l=4,u=1;

cout<<"\nGive the value of n: ";

cin>>n;

x=x0;y=y0;

int gm,gd=DETECT;

initgraph(&gd,&gm,NULL);

moveto(x,y);

hilbert(r,d,l,u,n,h,x,y);

delay(10000);

closegraph();

return 0;

}

**Output –**

**Conclusion –**We have generated a Hilbert curve using concept of fractrals using C++.

**ASSIGNMNENT 7**

**Aim –** Write C++/JavaScript/Java program to generate Bouncing ball animation using Direct3D / Maya / Blender.

**Objective –**

**Theory –**

**Code –**

**Output –**

**Conclusion –**

**ASSIGNMENT 8,9**

**Aim –** Write C++/JavaScript/Java program to simulate any one of the scene- (Mini Project)

1. Airplane Landing
2. ii. Vehicle locomotion

Write C++/JavaScript/Java program to simulate any one of the scene- (Mini Project)

1. Bird Flying ii.
2. Any Game with locomotion

**Objective –**

**Theory –**

**Code –**

**Output –**

**Conclusion –**